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Abstract. Several types of enterprise models and methods have been developed 

that may help an organization to describe and improve its business. A common 

practice is also the development of tool support to complement an enterprise 

modeling method’s application. The development of tool support for a modeling 

method includes creating a representation of the modeling concepts, but also de-

signing how the user should interact with the tool.  This paper reports on the 

challenges and opportunities encountered during the process of implementing the 

KYKLOS modeling method in a modeling tool. The KYKLOS method, which is 

an enterprise modeling method, is specialized in supporting the design and anal-

ysis of changing capabilities. Using as input an initial meta-model of capability 

change, all the necessary tasks are performed to elicit a language model, which 

is required for the implementation of the method in a tool.  

Keywords: Enterprise Modeling, Meta-modeling, Implementation, Capability, 

Business Transformation 

1 Introduction 

Enterprise Modeling (EM), which is a subset of conceptual modeling, is focused on 

capturing organizational knowledge and providing input and motivation for the design 

of Information Systems (IS) for an organization [1]. The complexity of developing IS 

and other business solutions is on the rise because of rapidly changing business require-

ments [2]. The development and operation of an IS can be considered as a knowledge-

based activity which is continuous and utilizes conceptual modeling in order to bridge 

the understanding of complex organizational phenomena and the effort to design IS 

which can support dynamic change and agility [3]. This usually involves employing 

modeling methods which have been implemented in supporting modeling tools. Using 

modeling tools to handle a method successfully is considered state-of-the-art, because 

they do not only support defining modeling languages and facilitate the creation of 

model representations that can be processed, but also enable accessing, storing and ex-

changing models and specifying functionalities for improved user experience [4]. A 

specialization of EM is capability modeling, which uses capability as its focal point. 

Several capability modeling methods exist and the majority also includes capability 
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modeling languages and notations. They usually employ different meta-models which 

consist of different sets of concepts to capture the nature of capabilities.  

KYKLOS is one such method [5], designed specifically for designing and analyzing 

changing organizational capabilities. In order to capture the relevant characteristics, the 

phenomenon of capability change has been explored and conceptualized in the earlier 

steps of our study. Starting with identifying the relevant concepts already existing in 

the literature [6, 7], requirements were elicited [8] and the phenomenon of capability 

change was conceptualized in the form of an initial meta-model [9, 10]. 

 To be readily useable for a modeler, the KYKLOS method was in need of tool sup-

port to aid the user in creating models of capability change. The implementation of the 

method required a modeling language meta-model, which used as input the initial meta-

model. Therefore, during the implementation, several transformations were made to the 

initial meta-model. These transformations were done to make use of the tool platform, 

and to make the implemented language less complex. For example, several classes in 

the initial meta-model were implemented as attributes of other classes in the final tool 

implementation. Thus, the initial detailed conceptualization of the phenomenon of ca-

pability change and the conceptualization of the method bear significant differences, 

mainly because of different degrees of operationalization potentials existing among the 

meta-model’s concepts.  

The aim of this paper is to share the KYKLOS implementation experience with the 

Enterprise Modeling community by reporting the opportunities, challenges and lessons 

learned that have been encountered during the implementation of the method in a tool. 

The rest of the paper is structured as follows. Section 2 briefly presents the related 

background. Section 3 provides an overview of the KYKLOS method’s state before the 

implementation. Sections 4 reports on the implementation procedure and the included 

activities. Section 5 discusses the procedure and its results. Finally, Section 6 provides 

concluding remarks. 

2 Background 

The primary aim of conceptual modeling is the description of specific aspects of the 

physical and social world for understanding and communicating. An abstract represen-

tation of specific aspects of entities that exist within a specific domain is called a con-

ceptualization, e.g. a meta-model, while an abstraction of the domain’s state of affairs 

that is expressed via a conceptualization is called a model [11]. Since models are ab-

stract entities, they must be represented using an artifact, for documentation, commu-

nication and analysis purposes, and this indicates the need for a highly expressive mod-

eling language, the focus of which should be on representation adequacy [11].  

Furthermore, to construct a model, guidance is needed in the form of a modeling 

method. As defined in [2], the components of a modeling method are a modeling tech-

nique, which consists of a modeling language and a modeling procedure, and mecha-

nisms and algorithms working on the models that the language describes. A modeling 

procedure describes the required steps to apply the method to create the resulting model.  
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The modeling language consists of its syntax, semantics and notation. The syntax 

includes the description of rules and elements for the creation of models and is de-

scribed by a grammar. The two major approaches for modeling language grammars are 

graph grammars and meta-models [2]. A common means to describe the meta-model 

of the syntax is by using UML class diagrams [12]. The semantics describe a modeling 

language’s meaning, often using informal textual descriptions for semantic definition. 

The visualization of a modeling language is described by the notation. There are static 

approaches that define symbols for the visualization of the syntactical constructs, like 

pixel-based or vector graphics, yet these do not take into consideration the model’s 

state. Dynamic approaches consider this state and usually split the notation in two parts; 

representation, which maps to the static approach, and control, which defines rules that 

influence the visualization according to the model’s state [2].  

An important factor for a successful modeling method and language is the provision 

of a set of modeling elements that can express the given domain abstraction, and this 

benefits from complementing efficient tool support [11]. Thus, there are specialized 

modeling tools that support the user in creating models that follow a certain syntax. 

The domain specificity [13] of KYKLOS is organizational capability change. Since 

there is no consensus in the literature, the concept of capability is defined in this project 

as a set of resources and behaviors, with a configuration that bears the ability and ca-

pacity to enable the potential to create value by fulfilling a goal within a context [14]. 

Often considered as the missing link in business/IT transformation, it is associated to 

core business concepts like goal, resource, actor, process [15] and serves as the basis 

for change management, impact analysis and strategic planning [16]. A detailed review 

of the concept, and the variety of capability modeling approaches that exists in the lit-

erature has been explored and reported in an earlier step of this project [6].  

3 Overview of KYKLOS Before the Implementation 

KYKLOS, which has been introduced in [5], is a capability modeling method that fo-

cuses on capturing the concepts that are relevant to the phenomenon of capability 

change, aiming to support organizational change. This section describes the initial 

meta-model, and the modeling procedure, which consists of the required steps for ap-

plying the method. 

Figure 1 shows the initial meta-model. Using the meta-model enables capturing 

changes in a given capability. The meta-model is based on a previously published 

framework [6], which includes the functions of change, in particular, observation, de-

cision and delivery. Observation is captured using the concepts of context, which con-

sists of monitored factors that are expressed as Key Performance Indicators (KPIs), and 

Intention elements. The model describes that a capability has at least one configuration 

that leads to the realization of the capability. Resources are allocated to a configuration 

which also consists of behavior elements. Realizing the capability produces at least one 

outcome, which can be measured to serve as criterion for a decision to change, along 

with the capability’s assessment via contextual factors. Regarding delivery, it concerns 

the transition from a configuration to another. The meta-model also includes elements 
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of ownership in order to capture the owners of the capability, the change and the re-

sources. When more than one owners exist, their interaction and boundaries are cap-

tured. One last part that is included in the meta-model is the description of the states of 

the capability and change in the form of their traits which have been identified in [7].  

 

Fig. 1. The conceptualization of capability change, adapted from [10]. 

Concerning the modeling procedure, KYKLOS consists of four phases [5], namely 

(i) foundation, (ii) observation of context and intentions, (iii) decision alternatives, and 

(iv) delivery of change. Foundation is the initial phase and describes the base of the 

analysis, in terms of identifying the changing capability and its outcomes. The obser-

vation phase follows up and concerns capturing the need for change, in terms of context 

elements, with their associated monitored factors which are deemed relevant to the ca-

pability and are expressed as measurable KPIs. The organization’s intentions are also 

captured in the form of goals, problems or any other element that motivates a change 

to the capability. The phase that follows is related to the analysis of alternative capabil-

ity configurations that tackle the identified need to change. Different configurations can 

fulfill the same set of goals. A part of this phase is identifying the resources that need 

to be allocated to each alternative configuration and the behavior elements that are nec-

essary for realizing the capability per configuration. Resources can be both material and 

immaterial. Capturing the ownership of the capability, the resources and change enables 

capturing potential organizational collaboration elements and the respective boundary 

controls. The final phase of the modeling procedure is the delivery of change. The focus 

of this phase is on understanding what is necessary to deliver the change. The change 

takes the form of a transition from one configuration to another. The delivery of change 

enables an inactive configuration while disabling an active one, or in the case of intro-

ducing a new capability or retiring an old one, there is a single enablement or disable-

ment respectively. Describing how the change needs to be delivered includes capturing 

how the change is performed, in terms of identifying the attributes of change. These 

have been published in [7] and are  (i) control, (ii) scope, (iii) frequency, (iv) stride, (v) 
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time, (vi) tempo, (vii) desire, and (viii) intention. The process can be iterative, if, for 

example, the delivery has an impact on the context or outcome of the capability, the 

initial phases can initiate again. 

4 The KYKLOS Implementation 

The implementation of the KYKLOS method in a tool requires using the initial meta-

model to develop a language meta-model, developing a graphical notation and facili-

tating the user’s interaction with the tool. The implementation has taken place using the 

ADOxx meta-modeling platform [17], which is provided by the Open Models Labora-

tory (OMiLAB). The use of a platform also meant that the implementation needed to 

use the ADOxx platform’s concepts for model implementation. The implementation 

was done iteratively and involved the following steps: 

─ Conversion of the initial meta-model concepts to a language meta-model that could 

be implemented. This step included the decision if a concept should be represented 

as a concept, attribute, or relationship in the language meta-model. Moreover, sev-

eral concepts were removed. 

─ Creating a syntax for the concepts in the tool meta-model. This included creating the 

graphical representation using the ADOxx GraphRep language. 

─ Creating tool behavior to facilitate user interaction. ADOxx is quite flexible, so it 

was possible to add several dynamic aspects to the model. 

4.1 Initial meta-model to language meta-model conversion 

A color-coded version of the initial meta-model is depicted in Fig. 2. The colors depict 

how they have been handled during the transition to the language meta-model. A de-

tailed description of the process follows in the current section. 

Conversion of Classes.  

Transitioning from the initial meta-model to the language model provided the oppor-

tunity to reduce the number of included concepts. This contributes to reducing the com-

plexity and clutter that has been identified to exist in the models derived from applying 

the initial meta-model [9]. The transition was done by converting initial classes to at-

tributes, association classes or tool functionalities. 

Conversion to Attribute.  

─ Owner: The Owner concept has been included in the initial meta-model to capture 

the ownership of capabilities, components and change. It has been modeled as a class 

as good modeling practice to avoid duplicate data. In the language model, it has been 

converted to an attribute with added functionality in the tool, which is better ex-

plained in Section 4.3.  The introduced tool functionality makes it easier for the user 

to keep track of ownership, without the need to have it as a separate class. 
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─ Tempo: This concept is a trait of change that has initially been modeled as a class 

because of its identified association to the Size class. Size is removed from the lan-

guage meta-model (see below), and Tempo is converted to an attribute of Change. 

 

Fig. 2. A color-coded version of the meta-model, showing, remaining (orange) and removed (red) 

classes, along with classes converted to attributes (light blue), functionalities (grey) and associa-

tion classes (purple). 

Conversion to Association Class.  

─ Change:  The concept of Change has been essential in the conceptualization and has 

been associated to various concepts, the majority of which do not exist as classes in 

the language meta-model. It was initially decomposed in three functions, observa-

tion, decision and delivery, but, since these are removed from the language meta-

model and are implemented as method phases and tool functions, Change gains a 

link to the transitioning Configurations. Additionally, there are specific attributes of 

Change that need to be captured, therefore, it has been converted to an association 

class that describes how a configuration transitions to another, also gaining the 

Change State attributes. 

Conversion to Tool Functionalities.  

─ Capability state: The concept of capability state is meant to capture whether a capa-

bility is active or not. This is captured in the tool by associating the capability to an 

active configuration. Therefore, the class can be omitted from the language model 

since the functionality of the tool will keep track of the active configuration. 

─ Change state: The class Change state existed to capture if a change is active or not. 

The tool version of KYKLOS can depict this via the existence of an active configu-

ration element that is the target of change. The temporal attributes of Change can 

also assist. So, it can be omitted as well. Its attributes have moved to class Change. 
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─ Observation: It is one of the three functions of capability change that has been mod-

eled as a class in the initial conceptualization. Naturally, including a class that cap-

tures an activity bears value in a conceptualization but has limited utility in an im-

plemented method and tool. As mentioned earlier, the KYKLOS method uses obser-

vation as its phase where the context factors and intentions whose fulfillment status 

motivates a potential change in the capability. All the necessary elements to perform 

this phase exist in the language meta-model, therefore, Observation can be omitted 

as a class. 

─ Decision: In a similar way to observation, the decision phase has been associated to 

a set of concepts that have been removed from the language meta-model, like crite-

rion and configuration (as decision alternative), and replaced with tool mechanisms. 

The details on the specific related concepts follow. 

─ Delivery: The Delivery class captures the transition between capability configura-

tions by enabling one and disabling another. In the method and tool implementation 

only one configuration is active at any time. This functionality captures the transition 

without a need to have the specific Delivery class. 

─ Criterion: This class refers to capturing how a decision is made, in terms of changing 

or not, and what to decide when changing. The tool design allows both these aspects 

to be addressed without including a specific Criterion class. Changing or not is mo-

tivated by the dynamic association elements between capability and contextual and 

intentional elements. In practice, a KPI or intention that is not fulfilled, is a criterion 

to change. What to decide refers to selecting a configuration among potentials. The 

tool allows a configuration to be active only when its required components are 

properly allocated. In this way, the decision is supported dynamically without need-

ing the Criterion class, so, it is omitted. 

─ Measurement: In the initial meta-model, this class captured the act of comparing the 

target context and intention elements to reality. The functionalities described in the 

previous paragraphs also explain why this class has been omitted.  

─ Motivation: Same as Criterion, even though it can be included as an attribute to im-

prove the descriptive ability of the tool. Moreover, in the implemented tool the mo-

tivation for performing a change can be implicitly shown by referring to one or sev-

eral intention elements.  

─ Interaction type: This class captured the way two owning organizations interact with 

each other. The class requires a detailed understanding of the capability business 

ecosystem [18], which is not the primary goal of this project. The class has been 

converted to a high level tool functionality. The owners of the capability and the 

configuration components are captured in a control element of the notation that col-

ors the borders of the components according to same or different ownership. 

─ Organizational boundary: Using the functionality that was introduced for different 

owners’ interaction, the tool calculates the amount of externally owned required 

components and their owners and provides a decision-supporting suggestion to the 

user to take into consideration the reported results. In this way, the class is omitted 

from the language meta-model. 

─ Boundary control: Same as Organizational boundary. 
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Removal of Existing Classes. 

─ Size: It has been completely removed from the language meta-model. It refers to the 

size of an organization and has been introduced in [10], as a factor affecting the 

tempo of change. Even if an association between Size and Tempo has been strongly 

indicated, there was no clear and operational formula identified to provide utility in 

the tool. Thus, capturing the size of an organization without a clear effect on the 

tempo of change would have questionable value, therefore, Size was removed. 

─ Organization: As a specialization of Owner, the Organization class does not need to 

exist as a class since the parent class has been converted to an attribute. 

─ State: State existed in the phenomenon’s conceptualization as a superclass of Capa-

bility state and Change state. There is no value in the existence of the superclass 

without its specializations, thus it is removed. 

─ Function: This class is the generalization of the three functions. Converting the spe-

cializations allows the removal of the superclass as well. 

─ Change type: This class captures if the change is an introduction of a new capability 

or the modification or retirement of an existing one. The model that is produced by 

the tool can capture this information by checking the activity states of configurations. 

If an active configuration has no prior alternative, it is an introduction, if it has tran-

sitioned from an alternative it is a modification and if it is deactivated without tran-

sitioning to an active configuration, it is retired. 

─ External context: The external context is a specialization of the Context class. The 

implementation can have a Context element described in terms of externality without 

a need for the specific subclass. 

─ Internal context: Same as External context. 

Remaining Classes.  

The remaining concepts of the conceptualization are the core elements and focal points 

not only of the KYKLOS method but also of the tool. They cannot be absent the lan-

guage meta-model and they also retain their class status. The concepts included in de-

fine the fragment of the conceptualization that comprises the language meta-model are: 

─ Capability 

─ Configuration 

─ Outcome 

─ Resource 

─ Intention element 

─ Context 

─ Monitored factor 

─ Behavior element 

─ KPI 

Introduction of New Classes.  

The implementation provided the opportunity to introduce new classes to the language 

meta-model, as a means to improve the utility of the method via the tool. Three types 

of additions were performed to the KYKLOS meta-model in this step, in particular: 

─ Specializations of elements 

• The Behavior element, which is a meta-element, got a specialization class, in par-

ticular: 

○ Process 
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The Process concept has been previously identified as the most common and pop-

ular concept [6] in the literature, regarding the behavioral aspect of capabilities. 

Other concepts like Activity, which are also popular, did not get included because 

a process consists of tasks and activities, and capturing the lower levels of a ca-

pability’s behavior is beyond the scope of KYKLOS. In this way, Behavior ele-

ment was implemented as an abstract class, which means that it is not usable in 

the tool. Only the specializations are visible and usable by the users. 

• The Intention element, which is another of the meta-elements of the meta-model, 

has been complemented with three specialization classes, to improve the tool’s 

descriptive capability. The specializations are: 

○ Goal ○ Problem ○ Requirement 

In addition, the specializations allow to capture the “purpose” attribute of the pre-

viously existing Capability State element, via their direct association to a capabil-

ity. The Capability State captured what is the purpose of a capability, in terms of 

achieving a goal, avoiding a problem, or meeting a requirement, and if it actually 

succeeded in the fulfillment of the Intention element. 

─ Generalization of elements 

• Component was introduced; Process, as a Behavior element, and Resource, are 

both components of the Configuration class. This fact allowed the introduction of 

the Component abstract class, which is not visible and usable in the tool, but is 

the parent of both Component types and also gains their common Owner attribute. 

─ Utility addition 

• Resource pool, is a class that has no direct association to the phenomenon of ca-

pability change, however, its utility lies in the fact that the configuration compo-

nents have been designed in a way that does not allow them to exist independently 

of a container. For this reason, the Resource pool element acts as a repository for 

the entire set of organizational resources that have not been allocated to a capa-

bility’s configuration and improve partitioning potentials of a model. 

Final implemented language meta-model.  

The outcome of applying these changes to the initial meta-model is depicted in Fig.3, 

while the complete set of language concepts and their definitions are shown in Table 1. 

Table 1. The complete set of language concepts and their definitions, from [5]. 

Concept Description 

Capability A set of resources and behaviors, whose configuration bears the ability and capacity 

to enable the potential to create value by fulfilling a goal within a context. 

Configuration The set of resources that comprise the capability along with the behavior elements that 

deliver it. A capability may have several different configurations but only one may be 

active at any given moment in time. 

Resource Any human, infrastructure, knowledge, equipment, financial or reputation asset that 

can be used by an organization to enable the capability’s realization. It can be allocated 

to one or more capability configurations, based on its capacity. 

Resource pool The complete set of an organization’s available resources. 
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Context All the factors that form the setting in which a capability exists, are relevant to its 

performance and within which the capability is perceived. 

Outcome The result of the capability’s realization. Comparing it to KPIs and Intention elements 

can provide insight on whether a capability change is necessary or not. 

KPI A preset measurable value that expresses an important aspect of the context that a 

capability depends on to reach the desired outcome. Used to assess the efficiency of 

the capability’s realization when compared with outcome values. 

Monitored 

Factor 

A context factor that has been identified and associated to a capability’s performance 

and is being observed in relation to the capability. It is usually expressed as a KPI. 

Intention 

element 

An abstract element that includes all the concepts that refer to the intentions governing 

the capability, for example, goals, problems or requirements. 

Goal A desirable state that an organization aims to achieve. It is a type of Intention element.

Problem An undesirable condition that an organization aims to avoid or tackle. It is a type of 

Intention element.  

Requirement A necessary state that an organization has to fulfill. It is a type of Intention element.  

Behavior 

element 

An abstract element that describes a structured set of activities whose execution deliv-

ers the value of the capability, for example, a process, service, activity or task. 

Process A behavior element that consists of  activities aiming to fulfill a certain goal. 

Change Change represents the transition from one configuration to another. It can be described 

using several change properties. A capability change is finalized when a configura-

tion’s activity state is modified.  

 

Fig. 3. The language meta-model, with the remaining (orange), converted (purple) and new 

(light green) classes.  

4.2 Graphical Notation 

As mentioned earlier, an essential part of a modeling language is its notation. While the 

initial meta-model has been created using UML, for KYKLOS we introduced a new 

notation that combines both symbols and shapes. Symbols and shapes comprise the 

primary and secondary notation respectively. For the primary notation every concept 

of the language meta-model has been assigned a unique symbol, as shown in Table 2.  
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Table 2. The primary notation of KYKLOS. 

 

Capability Configuration Resource Outcome KPI 

     
Goal Problem Requirement Process Change 

     
Monitored 

Factor 

Intention 

element 

Resource pool Context Behavior 

element 

  

 

Container 

 

Container N/A 

 

Effort has been put to ensure the notation’s short learning curve. This is achieved by 

a symbol set consisting of items that are consistent in terms of size, visual appearance 

and maximized simplicity, while in parallel preserving a clear distinction among them. 

The symbol color is black, to facilitate users with color deficiencies [19]. The secondary 

notation includes colored shapes but relying on color alone to distinguish image content 

is ineffective. The black symbols ensure that potential problems regarding compatibil-

ity with monochrome displays are avoided. Using color is not only for coding infor-

mation but also for aiding visual search as the items become easily discriminable [19]. 

The secondary notation consists of standard shapes, i.e. polygons, ellipses and rectan-

gles, and a set of colors that remain discriminable if superimposed on one another or 

juxtaposed [19], to improve memorability. The secondary notation includes the primary 

one and is complemented with text. Minimum elements have been used in both nota-

tions to avoid cluttered KYKLOS models, which has been a problem in earlier applica-

tions using the UML notation [9]. Table 3 depicts the secondary notation. 

Table 3. The secondary notation of KYKLOS. 

 

Capability Configuration Resource Outcome KPI 

   

Goal Problem Requirement Process Change 

   
Monitored 

Factor 

Intention 

element 

Resource pool Context Behavior 

element 

   

N/A 
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4.3 User Interaction 

The last part of the implementation consists of technical additions provided using the 

ADOxx platform. These additions are implemented using the AdoScript language and 

provide automation that facilitates modeling in the tool and improves empirical quality 

of the model in terms of graph aesthetics [20]. Fig. 4 depicts these functionalities in an 

example KYKLOS model. 

 

Fig. 4. User interaction facilities in the KYKLOS tool. 

New configuration. Creating a new configuration is facilitated by a button existing on 

Capability objects. The tool creates and automatically connects a new Configuration, 

taking into consideration the spatial alignment of the object for increased visual quality. 

Containment: This functionality uses the core ADOxx relationship “Is Inside”. Having 

a model element graphically put inside another allows them to be related in an invisible 

way (no connecting lines required), which improves the model in terms of complexity 

by reducing crossing lines. 

Configuration activation. Whether a configuration is active depends on whether the 

required components are allocated to it. In the tool, the required components are listed 

in a “Notebook” area. The tool checks on this list and calculates whether the compo-

nents that are contained in a configuration match the list or not and activate or deacti-

vate the configuration accordingly. 

Component ownership. The ownership attribute captures if a component is owned by 

the same organization as the capability (internally) or not (externally). A button existing 

on Resource pool objects automatically calculates the ownership type and, changes the 

visualization of the component’s right side border to blue (internal ownership) or red 

(external ownership) for improved comprehensibility. Similarly, it calculates and re-

ports the externally owned components for consideration of organizational boundaries. 

Prevention of loose components. Resources are components, so, they are not supposed 

to exist outside a container. For this reason, the tool does not allow the creation or 

movement of components if they are not contained.  
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Change attributes. An association exists between configurations that includes visually 

the attributes of change. This association class change includes a button that shows or 

hides the attributes of change in order to avoid clutter and complexity in larger models. 

Decision motivation. KPIs and all Intention elements are connected to Capability with 

a special association called Status that is a control graphic element. Dependent on 

whether the object’s content is fulfilled or not by the given capability, the visualization 

changes to facilitate identifying a reason for change, e.g. an unfulfilled goal. 

Relationship grouping. Towards avoiding a large number of different association types, 

as in the language meta-model, all the associations except Status and Transition/Change 

are using the same visualization. However, strict rules have been coded to prevent using 

wrong association types in a produced model. This mitigates the risk of mistakes. 

5 Discussion and Lessons Learned 

The greatest opportunity addressed during the implementation was the potential to re-

fine the initial meta-model into a simplified version in the language meta-model. This 

does not imply the loss or reduction of the initial meta-model’s effectiveness. On the 

contrary, the KYKLOS language meta-model was expected to provide equal effective-

ness with the initial meta-model, while in parallel avoiding the complexity and clutter 

that characterized the models produced using the initial meta-model, as in [9]. 

The most striking part of the meta-model transformation is the reduction of the clas-

ses, from 30 to 16, which indicates a significant simplification. In practice, a modeling 

tool that would have provided 30 available classes to a user would require a longer 

learning curve and modeling experience. The number of relationships has also been 

significantly reduced. Six associations share a common visualization that depicts the 

relationship status of the objects without a need to require additional learning steps from 

the user. Our lesson here is that the initial meta-model was created to cover “all” con-

cepts of capability change and thus was not suited for creating a modeling language. 

All the implementation activities bear their own advantages and disadvantages, often 

achieving a balance between simplicity/utility and descriptive power. Every interven-

tion has been driven by advantages preponderating disadvantages. Introducing new 

classes increases the language meta-model’s degree of complexity. However, all the 

introduced classes have provided either improved user experience, as for example, with 

the Resource pool class, or specified the more abstract concepts of the initial meta-

model, as for example the Process and Goal classes specifying Behavior element and 

Intention element respectively. Similarly, it has been ensured that the removed classes 

have a minimal cost on the tool’s descriptive power, for example, removing the Func-

tion class heavily simplified the model, and if desired, Functions can be described by 

other means such as creating separate models for each function. In both cases, we con-

clude that preponderance of simplicity or descriptive power has been the driver.  

During the implementation it became clear that the tool is more than the language 

meta-model. The tool allows for more than just adding static concepts to a model, since 

it is possible to add functionalities too. For example, even if converting the Owner class 

to an attribute of two separate classes is considered a bad modeling practice in UML, 
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adding the component ownership functionality enables the tool to compare attributes of 

different classes to see if they are “owned” by the same organization. Converting clas-

ses to functionalities like this does not reduce descriptive potential, but it improves the 

user’s interactivity combined with reduced complexity, making the change worthwhile.  

The greatest challenge has been to retain an operational and semantic consistency 

between the initial and the language meta-model. The tool also needed to be operation-

ally aligned with the modeling procedure, that is, to provide an adequate set of primi-

tives for capturing the required elements for documenting, analyzing and communi-

cating the phenomenon of capability change during the different KYKLOS method 

phases. This has been theoretically addressed, yet, a practical evaluation of the imple-

mentation by the actual users is required. KYKLOS is meant to be used both by tech-

nical and business people, therefore, the implementation needs to be evaluated both by 

users with modeling experience and those without any, a step which is already planned 

as a future step of the project. 

Implementing the method with a variety of functionalities can facilitate the user fol-

lowing a modeling process. The dynamic automated aspects of the KYKLOS tool make 

steps towards an evolved version of modeling software that can guide the user’s actions, 

as for example with the automatic capability configuration design, and mitigate the risk 

of syntactic mistakes, as for example with the restrictions applied on the association 

selection in the KYKLOS tool. These functionalities have been possible because of the 

ADOxx environment whose core platform enables different levels of automation.  

Regarding ADOxx as the selected platform for the implementation of the KYKLOS 

method, its advantages as a specialized meta-modeling platform can be summarized in 

the pre-existing functions and meta-modeling structure that saves a significant amount 

of time and effort for the developer. In theory, taking into consideration that the tool’s 

requirements are not platform-dependent, platforms like Eclipse are equivalent, how-

ever, in practice, ADOxx’s existing functions are valuable, especially when it concerns 

cases where a concept needs to be converted to a tool functionality and dynamic behav-

ior is required, as encountered in the KYKLOS implementation. 

We aspire that the reported remarks can also benefit any implementation initiative 

that encounters similar opportunities and challenges, especially when the addressed 

phenomenon is as complex and dynamic as capability change. 

6 Conclusions 

In this paper, the implementation of the KYKLOS modeling method, specifically de-

signed for the phenomenon of capability change, has been reported along with the les-

sons learned from the procedure. The initial meta-model has been adjusted and simpli-

fied to improve the resulting tool models in terms of complexity and clutter. Converting 

the initial meta-model’s classes to attributes, association classes and ADOxx function-

alities, along with the removal and introduction of classes led to the language meta-

model, which has been complemented with a graphical notation and additional UI func-

tions that aim to facilitate the user’s overall experience of the KYKLOS method, in 

terms of applicability, learning curve and operational alignment with the tool. 
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