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Abstract: In order to perform a useful threat analysis of a web application platform, some architectural assumptions about such applications must be made. This document describes a generic architecture for typical 3-tier web applications. It serves as the basis for analyzing the threats in the most important infrastructural components in that architecture, presented in the following papers.
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1. MOTIVATION

Web applications are an interesting target for security attacks on the Internet. They are easily accessible through the HTTP-protocol, and often company-critical assets are part of the web application infrastructure. Moreover, while web applications infrastructures are fairly complex, basic technology for building web applications is easily accessible. Hence, web applications are often designed and built by developers with little or no distributed system security background. Therefore, useable guidelines for building secure web applications are highly useful.

This document describes a generic architecture of modern web applications, as commonly used in practice by Independent Software Vendors. Hereby, the most commonly used components within the
infrastructure and their interactions are presented. The goal of this document is to define a common architectural view for web applications, which can be used to conduct a thorough threat analysis for each of the infrastructural components. Such an analysis will be presented in the following papers ([6, 7,8,9,10]), and will serve as the basis for a set of guidelines to support Independent Software Vendors in building secure web applications.

2. WEB APPLICATIONS

In the early days of the World Wide Web, web servers offered static content to end users visiting the website with a browser. But today, static web servers are more and more replaced by web applications: dynamic websites that use the browser as a user interface to a server-resident application. Typical examples of such web applications are e-commerce sites, or front-ends to business processes, databases or existing legacy systems.

A variety of technologies for building web applications exists today. Older technologies such as CGI (common gateway interface) provided a simple standardized interface between a web server and an existing application. The application was started on the web server for every dynamic request in order to process the request, introducing a big startup and shutdown overhead. In newer technologies such as Java Servlets, JSP and ASP.NET, dynamic requests are handled by components that can be plugged into the web server. The real processing work can be delegated to a separate application server, leading to better performance and manageability. Moreover, the application server can offer support for non-functional requirements of the application such as transactional behavior, synchronization, access control and so forth.

Because of these advantages and the widespread adoption of application servers in building complex web applications, only this last technology is considered in this document.

Web applications are distributed applications [11], using the HTTP transport protocol. The system architecture is a client-server model. Both the client (e.g. a rich client) and the server can take part in the processing of information, known as client side and server side processing.

In this paper, we distinguish between web applications and web services. Web services expose functionality through an XML-based messaging protocol (most often the SOAP protocol [13]), and are very often run on top of HTTP. Whereas web applications are intended to be used by end-users through a standard browser, web services are intended to support machine-
to-machine communication over the Internet. Web services can be an important infrastructural component for building web applications.

3. ARCHITECTURAL OVERVIEW

Our generic web application architecture consists of a client at the end-user side, and a 3-tier processing server side (presentation tier, business tier and back-office tier) as shown in Figure 1. Firewalls can be placed between each tier to enable network perimeter security. Often, this architecture is simplified by omitting FW3 and/or FW2, and by implementing two or more tiers on the same machine. Also, in some deployments the authentication server is directly connected to the web server.

![Diagram of architectural overview](image)

*Figure 1. Architectural overview*

3.1 Client tier:

Basically, the client tier consists of a recent web browser, possibly extended with client-side application components downloaded from the web server (such as Java Applets or .Net assemblies). In the latter case, the client is referred to as a rich client within this document. The client tier interacts with the web server through simple HTML over HTTP, or, in case of a rich client, the client can act as a web service entity and use SOAP over HTTP interactions with the web server.

Furthermore, the client can be equipped with a smart card reader to interface with a smart card or other security token. Such tokens can be used among others for authenticating the user and protecting the requests.
3.2 **Presentation tier:**

The presentation tier is responsible for formatting the processed information before returning it to the client, and for handling client requests by performing input validation and delegating them to the appropriate units within the business tier. Usually, the processed information is formatted using the markup languages HTML (in case of a client browser) or XML (in case of a rich client).

Infrastructural components within the presentation tier are typically the web server, sometimes accompanied by a web connector of the application server.

3.3 **Business tier:**

The business tier contains the application server. The application server implements the actual business logic. In order to achieve its functionality, several services can be provided to the application server from the back-office tier.

The web server from the presentation tier can interact with the application server by using remote procedure calls, web services or a proprietary application server protocol.

3.4 **Back-office tier:**

The back-office tier provides some basic services to the business tier, such as a database system and an authentication and directory service. The SQL query language is mostly used in requests towards the database system, and LDAP [14] in communication with the directory service. The communication protocol for the authentication service depends on the authentication system used (e.g. Kerberos [12]).

The back-office tier can also contain back-end systems including mainframes, wrapped legacy applications and interfaces to remote application servers.

The architecture presented here does not include some of the more advanced features of web applications, such as the dynamic discovery of services, business integration and associated trust relationships. These features are out of scope for this document, as this is typically not an Independent Software Vendor task.
4. A SIMPLE EXAMPLE

In this section, our architecture for web applications is mapped to actual technologies on Microsoft platforms. Each entity is assumed to be equipped with a recent version of Windows (for instance Windows XP on the client, and Windows Server 2003 on the servers). An architectural overview is illustrated in Figure 2.

The client system has a recent version Internet Explorer and the .NET framework. The client interacts with the web server using simple HTML over HTTP or SOAP over HTTP. In the latter case, the client downloads and executes .NET assemblies within the browser. The client can use a smart card reader for authentication and encryption purposes.

The presentation tier hosts a web server running IIS and ASP.NET. The web server interacts with an application server in the business tier, using web services. The application server runs IIS, ASP.NET, COM+, ADSI, Visual Basic etc.

A directory server, a database server and a remote application server are located within the back-office tier. The directory server in a Microsoft environment is typically Active Directory. The business tier uses SQL to interact with the database server, running SQL Server. Connection to a remote application server or wrapped legacy application is done via SOAP.
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